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Our Constraints

Carleton College is a selective liberal arts school in Northfield, Minnesota, with a total enrollment of approximately 1800 students. Our computer science program has traditionally had approximately 15-20 majors each year, though we have recently seen a drop in enrollment comparable with our peer institutions. In constructing a capstone experience, we faced the following specific issues.

Required for all students. Our institution requires that each student on campus completes a capstone experience in each of his or her majors. The expectation is to be challenging, and it should be possible to fail. It is generally expected, however, that almost all students will succeed. This is a complicated set of constraints to satisfy. At many other institutions, the capstone is either optional or is a department requirement only. At ours, if the student does not complete the project, the student does not graduate. We therefore need a system in which every student can participate and in which most can succeed, yet the real possibility for failure (i.e. not graduating) exists.

Individualized assessment. Some schools have implemented group-based capstone experiences, which is perhaps the obvious thing to do. Our institution, though, expects us to award a grade of “distinction” to those students who do exceptionally well on their capstone projects. Capstones at our institution are thus almost never handled as group projects, since such an arrangement makes it difficult to rate work done by an individual student. We therefore face practical and cultural barriers to group projects. Moreover, the capstone literature is scant when it comes to discussions on how to rate individual students when critical decisions such as graduation and distinction are tied in. We must be able to determine “distinctive” performance on an individual basis, and to be able to justify our decisions to our institution.

Strong theoretical component. Many schools that utilize group-based capstone projects do so by having the students implement software engineering projects. At a liberal arts institution such as ours, however, we must take extra care that we can justify to our College that we integrate significant amounts of computer science concepts and theory.

Limited Resources. We only have four faculty members who can advise computer science capstone projects. Advising individual students on capstone work is usually done as a teaching overload, though in recent years, more of our departments are moving to a system that awards teaching credit to comps advisors. Finding a way to advise all of our majors on capstones while retaining our small size was of major concern. Moreover, another impact of our small size is that some of the wonderful (but large) capstone projects implemented at larger institutions do not scale.

Celebratory Conclusion. We believe that the end of the capstone experience should be celebratory.

Our Solution

Though we conducted a literature search and spoke to a variety of colleagues at SIGCSE conferences, we failed to find a capstone experience that would adequately suit our needs as described above. We therefore synthesized ideas from a variety of them, and injected some ideas of our own, to produce the following system that we have found to be remarkably successful.

Advise specified projects that broadly integrate computer science with software engineering. To ensure that the projects involve a suitable mix of theory and practice, the faculty advisors (not the students!) carefully choose the project topics to make sure that elements of both exist. These projects typically span areas of advisor expertise or interest. Short descriptions of four projects that we chose for our first year can be found at the bottom of this poster.

Teaching credit for advising capstones. We chose to equate advising two capstone groups as equal to teaching one course. We thus had to give up two of our courses to staff these capstones. We believe that the tradeoff was worth it.

Frequent meetings. Each team meets with its advisor twice per week to discuss progress and plan future directions. This helps to keep the students on track, and gives the faculty an opportunity to monitor the contributions of the individual team members.

Peer evaluations. At the halfway point and at the end of the project, each student is asked to submit an evaluation form describing the contributions made by each of the other team members.

Individual interviews. Near the end of the projects, we conduct an individual interview with each student. We ask the students to summarize the team’s work, and ask them detailed questions about their particular contributions.

Final presentations. At the conclusion of the process, we hold a “mini-conference” in which each group gives a one-hour long presentation on their work. This event is both technical and celebratory, and includes a catered lunch in the middle.

Conclusions

Integrates theory and practice: students focus on a particular computing topic while working in a group

Takes into account most of the relevant suggestions made in ACM Curriculum 2001, and satisfies a number of difficult constraints that arise when the capstone experience is a liberal arts graduation requirement

Faculty members and students unanimously agreed that this system was an improvement of our previous one

Material to use in recommendation letters about our students

Sequence of Events

March of the students’ junior year: Students are encouraged to submit ideas for project topics.

April: Topics, advisors, and timelines are announced. Students submit preference rankings, and also identify one or two other students with whom they would like to work. We attempt to accommodate these requests but make no guarantees. The requests are often contradictory, and can also conflict with our efforts to balance the groups by ability level and personality.

May: Teams are assigned. We hold a kickoff meeting with the students, giving them an opportunity to interact with each other for the first time as a group. Summer readings are assigned.

September (beginning of our fall term): Students begin meeting twice a week with their advisors. The first 2-3 weeks are geared toward discussing the structure of the projects, software engineering guidelines, and specific tools for version tracking (e.g. CVS) and bug tracking (e.g. Mantis). The project advisors meet with both of their groups simultaneously for these initial meetings. After this period, the meetings are largely driven by progress reports and the need to make future plans.

October (midterm): Each project team submits a proposal document indicating a sequence of project goals, schedule, and design (including UML). Feedback is provided.

Thanksgiving (end of our fall term): The project team and the faculty member re-evaluate the schedule, and students submit peer evaluations.

January through March (our winter term): Project work and twice-weekly meetings continue.

March: Peer evaluations are submitted again, and individual interviews take place. The conference is held. Students submit web pages documenting what they have accomplished, so that we may share their work with future generations of students. Grades of distinction, pass, and fail are determined for each student at a department meeting.

Carleton College

Conferences, workshops, and classes.

Project: Dialogue system to query a course registration database via voice commands. Combines ideas from natural language processing and database systems. Integrates theoretical ideas from speech recognition with software integration and database programming.


Project: Scrapy filter that integrates with an email client. Combines ideas from database systems, artificial intelligence, and networking. Integrates theoretical ideas such as machine learning with database and network programming.

Project: Virtual motion planning system. Combines ideas from graphics, artificial intelligence, and algorithms. Integrates theoretical ideas on shortest-path planning with simulation programming.

How the Selector Works

Validation Results

<table>
<thead>
<tr>
<th>Spider</th>
<th>Phoenix</th>
<th>Dialogue</th>
<th>Database</th>
<th>Festival</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.13</td>
<td>0.27</td>
<td>0.35</td>
<td>0.42</td>
<td>0.48</td>
</tr>
</tbody>
</table>

Usage suggests a preference for Phoenix followed closely by Dialogue and Database. Integrates ideas from natural language processing and database systems. Integrates theoretical ideas from speech recognition with software integration and database programming.

Project: Virtual motion planning system. Combines ideas from graphics, artificial intelligence, and algorithms. Integrates theoretical ideas on shortest-path planning with simulation programming.

Carleton College